**Use case name:** Edit personal information

**Participating actors:** User

**Flow of events:**

1. User chooses to manage his account.
2. User chooses to edit his/hers personal information.

**Entry condition:** User is logged into the system.

**Exit condition:** The user updates his personal information.

**Use case name:** Enable alert

**Participating actors:** User, Server

**Flow of events:**

1. User chooses to manage his calendar (login include has been profiled by entry condition).
2. User chooses to add a new event.
3. User chooses to enable an alert for his event (explained by the <<extend>> which tells us its an extension of the base case. You have to do the base case, but you may do the extension).
4. The user chooses to enable the notification alert (due to the server participating in this, the server will act as an observer to your choice of enabling the event).
5. You enable the alert and the server will know the result.

**Entry condition:** User is logged into the system.

**Exit condition:** The user chooses to enable/disable the alert.

**Use case name:** Send event alert

**Participating actors:** Server

**Flow of events:**

1. Server checks the events for all users.
2. On the condition that it finds an upcoming event, we will end up sending a notification to the user about it (using <<extend>>, we say that we arrive there as a condition is met, in this case, an event is an upcoming event).

**Entry condition:** A timed loop chooses to have the server perform this task regularly.

**Exit condition:** Event alerts have been sent for all upcoming events.

**Table 4-2** Participating objects for the enable alert use case.

**Server (web service):** Web service running on a server which regularly checks up on all events and notifies users in case of an upcoming event. It is up to the user if he wants to have a notification sent, so the server will participate in the user’ events and choice of enabling the notification alert.

**User** the user can create events in his calendar. As such he is the initiator of event creation and other users may participate in those events. Additionally a new possible event alert may be initiated which a server will participate in.

**Non-functional Requirements**

Usability: Users must be able to view (not edit) a shared event without having an account and without logging in. The user interface should be kept simple thus fancy features should be kept at a minimum. The only exception to the latter is if more features are kept isolated from the simple interface, meaning that there may be a page dedicated for advanced features.

Reliability: The system may not make changes to the database in a way where a failure could corrupt the database. For instance, a script may not make multiple statements that depend on each other and send them to the server individually, only collectively.

Performance: The asymptotic running time of the program must not increase propositionally by the number of events.

Supportability: The system must be designed in a way, so that new notifications types besides upcoming events notification can be implemented without the need to alter the implementation of the upcoming event notification.

Implementation: The implementation must work on at least one of the following main platform: Windows or Mac OS.

Operation: A moderator maintains the users, but should be kept from seeing as much personal information from users as possible unless specifically requested by the moderator.

**Legal:** As in accordance to the Danish law § 264, it is not legal to forward messages or pictures concerning another person’ private circumstances or pictures without permission from the person in question. This also means that the calendar system must not publicize/distribute the user’ events or personal information (to the front page of the website etc.) without the user’ personal permission.